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Abstract 

The complexity of current electronic systems allows to 

interconnect devices with different architectures in a System on 

Chip - SOC, performing data acquisition and processing tasks, 

as well as transmission and reception of information in IoT 

and/or IIoT intelligent network applications. To guarantee the 

security of the information in these systems it is possible to 

incorporate cryptographic processes in those applications, 

although these processes suppose a high expenditure of system 

resources for their execution, increasing the processing time in 

the creation of the same ones therefore it makes difficult its 

implementation in safe low-cost applications, the reason why 

the use of minimalist computer security algorithms like the 

ciphers by light blocks have arisen. This article presents the 

implementation of the lightweight block cipher algorithm 

called "PRESENT" by hardware-software coding in a low-cost 

device such as the PSoC® 5LP to reduce the time and number 

of resources used in the data encryption process, as well as 

execution times for the cryptographic algorithm. 

Keywords: Co-designed, PRESENT, ultra-lightweight cipher, 

System on Chip. 

 

I. INTRODUCTION  

The complexity of current electronic systems allows 

interconnecting devices with different architectures in one SOC 

(System On Chip) or several integrated circuits , these devices 

having this great computing capacity can perform multiple 

tasks: acquire and process data [1][2], as well as transmit and 

receive information in an intelligent network IoT (Internet of 

things) and/or IIoT (Industrial Internet of things); these tasks 

should not occupy all the system processing time so that the 

tasks of acquisition and processing of information are 

performed satisfactorily[3][4].  

These systems must guarantee a minimum of security in the 

transmission and reception of data [4][5], which is why it is 

required that cryptographic processes are performed in all IoT 

applications, and therefore seeks to improve the algorithms and 

methods of data encryption [6][7]. Cryptographic algorithms 

are a high expenditure of resources for the system, investing a 

lot of processing time in creating security mechanisms for 

information [8][9].  

However, this is not a major problem for high-performance 

computer systems, but it makes it difficult to implement secure 

low-cost applications [10][11], so it requires the use of 

minimalist computer security algorithms such as lightweight 

block ciphers , This article shows the implementation of one of 

them called "PRESENT"[12], which performs the encryption 

process using 80 and 128-bit keys and processing blocks of up 

to 64 bits [13][14], all this implemented in an SoC of the 

Cypress company using coding techniques to lower the time 

and amount of resources used in the data encryption 

process[15][16]. 

Colombian research groups from the Universidad Distrital 

(Bogotá, Colombia) have done some work on 

cryptography[17], deepening in the implementation of light 

ciphers like CLEFIA and PRESENT on embedded platforms 

like FPGA and SoC[18][19]. 

Embedded applications that implement encryption algorithms 

require communication with a central computer that must do 

the tasks of storage and processing[19][20], in other words, 

security tasks typically fall to software made on this computer 

with greater computing power, these cryptographic algorithms 

implemented in the central computer are not optimized 

[21][22]. Cryptography applications and libraries are available 

in languages such as C/C++ and Python, which take AES 

(Advanced Encryption Standard) as their default block cipher. 

However, this article aims to make a code-designed hardware-

software implementation [23][24], which improves execution 

times for the cryptographic algorithm PRESENT in a PSoC® 

5LP, thus implementing a lightweight block cipher algorithm 

in a low-cost device[25][26]. 

 

II. METHOD 

The implementation was done in a Cypress® PSoC® 5LP that 

has an ARM core, along with a field-configurable matrix type 

CPLD, the PSoC Creator is used as a development tool as an 

IDE; C++ is used for microcontroller processor programming 

and Verilog as a hardware description language. Next, the 

process of co-design is shown, starting with the internal 

architecture of the device used, then the block diagram of the 

implemented algorithm, and finally the parts of the 

hardware/software implementation are shown with their 

respective metrics and the improvement of the algorithm 

compared to previous works. 

II.I SoC Architecture: Cypress PSoC 

The implementation was done in a PSoC® 5LP 

Microcontroller, which has an ARM Cortex®-M3 core, some 

configurable analog and digital blocks, plus at least 256Kb of 
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FLASH program memory and at least 64 Kb of SRAM; but the 

important and significant thing about this low-cost device is its 

architecture, which allows to directly interconnect the 

processor bus with the reconfigurable digital blocks. The 

Cypress Creator IDE allows programming in C and C + + for 

the embedded software that runs on the Cortex ®-M3 and 

Verilog to make the description of the hardware of the blocks 

reconfigurable in the field. 

The PSoC® 5LP Microcontroller has mixed hardware with an 

analog part, an ARM Cortex®-M3 core along with a field 

configurable array, with some basic blocks called UDB 

(Universal Digital Block array) interconnected by a system bus, 

as shown in Figure 1. These configurable digital blocks can be 

reprogrammed in different ways, with a series of tools, but in 

general, these tools generate a code in Verilog language. 

 

Fig. 1. Interconnection block diagram of the PSoC® 5LP 

digital blocks [27] 

The UDB blocks are distributed in a programmable 

interconnection matrix. This matrix structure is homogeneous 

and allows flexibility in the interconnection of functions in the 

matrix. The matrix supports a complex range of flexible routing 

interconnections between UDBs and all interconnected digital 

parts of the system. The architecture of this interconnection 

matrix is shown in figure 2. 

 

Fig. 2. Digital Programmable Architecture of the PSoC® 5LP 

[27] 

II.II Block diagram of the block cipher: PRESENT 

For the co-design process, it is required to know the internal 

architecture of the device perfectly, to perform the design 

partition. In this case, a previous work of analysis of the 

functional blocks of the block cipher algorithm must be 

performed, measuring the times and the amount of memory 

used in each block. 

An implementation of the block cipher cryptographic algorithm 

PRESENT [1], which has a block size of 64-bits, using as 

possible key sizes 80-bits or 128-bits is one of the lightweight 

algorithms taken as a reference since it has a minimalist 

architecture, which could work up to a 4-bit processor since the 

word sizes and S-Box layer substitution tables are adapted to 

work with nibbles. In figure 3, the general block diagram of the 

cipher is shown. 

 

Fig. 3. PRESENT cipher general block diagram 

Next, the operation of each of the layers of the algorithm is 

specified: 

 Byte substitution layer (S-box): Consists of a non-

linear substitution state matrix called S-box, which 

can describe as a simple table in C/C++ language. This 

substitution block is applied to 16 nibbles that 

complete 64 bits of information. 

Table 1. sBox Layer Nibble Replacement Valuer [Hex] 

 

 Bit Permutation (pLayer): This is a pure binary 

substitution layer, in which 64-bit blocks of 

information are exchanged bit by bit. This layer 

requires a series of frameworks to be performed 

in embedded software using the Cortex-M3 core 

of the microcontroller, and being purely binary it 

is the best candidate to be implemented using the 

logical digital matrix. 

Table 2. pLayer Permutation Bit Position 

x 0 1 2 3 4 5 6 7 8 9 A B C D E F 

S[x] C 5 6 B 9 0 A D 3 E F 8 4 7 1 2 
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 Key expansion function (addRoundKey): This 

is the layer in charge of updating the keys, which 

can be 80 or 128 bits in length, this design only a 

key of 80 bits will have implemented, each round 

the new calculated key will be mixed after 

applying the key expansion function. 

  

II.III Co-design 

After having each of the tasks of the subsystems, it is required 

the designer to carry out an execution planning scheme, making 

clear the instant of time when the actions will be executed. For 

hardware, it is required to make clear the function of each of 

the blocks and how to achieve the synchronization of them [ 

23]. At that time, a Data-Path is performed, in which each of 

the subsystems is write in a C/C++ language and that will 

perform the synchronization of the global system with the 

Player layer which has been described in Verilog.  

In the co-design it is required to have knowledge of the internal 

architecture of the device, to generate the communication and 

verification channels between the structural blocks of the 

PSoC® 5LP, for this specific case, when developing algorithms 

of certain complexity in the previously mentioned platform, 

tools or design methodologies are required for the 

implementation and generation of total design tests. 

In previous works [24] 24]a full software implementation was 

made, where the entire cipher ran on the ARM Cortex®-M3 of 

the PSoC® 5LP, for this purpose some measurements of the 

processing times of the cipher were made, in addition to 

specific measurements of the amount of memory used per block 

and the amount of time measured in seconds of each of the 

structural blocks of the algorithm, These metrics can be seen in 

Figure 4, which presents the summary of results in a percentage 

of program memory usage on the left and the percentages of 

time used to perform each of the layers of the algorithm on the 

right. 

 

Fig. 4. PRESENT Ciphers metrics on the PSoC® 5LP. 

Percentage of memory used per layer (left) and runtime per 

layer (right) [28] 

 

This analysis conducted in this previous work [29], clearly 

shows that the pLayer is the layer that most requires to be 

described or redesigned, so it is chosen as the layer that should 

be made in hardware using the logic available in the UDP's, for 

this we made a description of this layer hardware, making a 

thorough review of how to make the access to the processor bus 

to share the embedded software data with the digital 

programmable logic.  

The hardware description is done classically, making the 

description of the permutation of the bits, complying with the 

indicated in Table 2, but to this hardware description must be 

added a line of code to capture the data from the software 

"cy_psoc3_control", which is a function that allows to read the 

data from a software register and write them in a UDP, it is 

important to clarify that in this way only bytes can be written, 

these bytes directly affect variables in the Verilog code, since 

the cipher handles a 64-bit word, you have to call this function 

8 times, similarly the function "cy_psoc3_status" allows to read 

the data after passing through the hardware description to the 

ARM Cortex®-M3 kernel. Analog functions are performed in 

the software layer to read and write from the programmable 

digital layer. 

 

III. RESULT 

The results of the implementation of the PRESENT 

cryptographic algorithm using co-design, specifically 

performing the pLayer in hardware are shown in figure 5, these 

results were tabulated by comparing each of the layers of the 

cipher, verifying the percentage of memory usage on the left 

and the time used by the microcontroller in the encryption 

process on the right. 

i P(i) i P(i) i P(i) i P(i) 

0 0 16 4 32 8 48 12 

1 16 17 20 33 24 49 28 

2 32 18 36 34 40 50 44 

3 48 19 52 35 56 51 60 

4 1 20 5 36 9 52 13 

5 17 21 21 37 25 53 29 

6 33 22 37 38 41 54 45 

7 49 23 53 39 57 55 61 

8 2 24 6 40 10 56 14 

9 18 25 22 41 26 57 30 

10 34 26 38 42 42 58 46 

11 50 27 54 43 58 59 62 

12 3 28 7 44 11 60 15 

13 19 29 23 45 27 61 31 

14 35 30 39 46 43 62 47 

15 51 31 55 47 59 63 63 
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Fig. 5. PRESENT cryptographic algorithm using co-design, 

specifically performing the pLayer 

 

In these graphs you can make several observations, on the left 

side you can see the significant change in memory usage, where 

before the pLayer layer used 70.4% of the application's 

memory and now it only uses 47.1% of the same, on the other 

hand, the most significant change is observed in the amount of 

time required by the algorithm to perform the pLayer, since 

before the vast majority of the processing time of the cipher 

80.5% was to perform the permutations of this layer, but now 

only 0.7% of the time is required since the permutation of the 

bits required for this layer is done concurrently, the only time 

used is the time required by the processor to load data into the 

hardware layer.  

To better understand the number of resources used in the 

cipher, table 3 is presented, where the measurements of the 

amount of program memory used in the whole cipher and each 

of its layers is shown. This metric is made by subtracting the 

memory used by the bootloader to load the program to the 

microcontroller. 

Table 3. Use of program memory measured in bytes 

 

When implementing the pLayer using the SoC hardware only 

45.69% of the FLASH memory is required, compared to the 

PRESENT implementation only described in software for the 

same device. 

As for the amount of time used by the cipher, a measurement is 

made using the system clock called "sys_tick", using this tool 

the times of each of the layers were taken, in table 4 the results 

are shown, starting with the amount of time used to cipher a 

block of information and each of the layers, taking into account 

that this data is for the 31 rounds of the algorithm. 

Table 4. Use of program memory measured in bytes 

 

You can see the decrease in time as the pLayer, which was 

optimized using programmable logic, since this layer is 

combinatorial only, requiring an exchange of a few bits in a D-

type flip-flop, this makes the processing time required is only 

limited to the loading and reading of data in the hardware layer. 

In this case, the processing time decreases from 5,626 

milliseconds to only 0,0102 milliseconds, which, makes the 

total cipher time decrease from 6,9875 milliseconds to 1,44896 

milliseconds, that is, the processing time was reduced by 

79.26% compared to the one used to cipher a block of 

information in the full software implementation. 

 

IV. CONCLUSION 

By performing a thorough analysis of the important metrics in 

an algorithm, it can be determined which of its components are 

susceptible to be improved, in this case, the use of FLASH 

memory is improved, it makes the algorithm go down from 2k 

bytes of program memory usage to only 1 K byte 

approximately.  

In addition to this, the throughput of the application should be 

analyzed, so that it is a usable algorithm in application IoT or 

similar, in this case, by reducing the processing time of each of 

the blocks you get a system output of 44.19 Kbps, which makes 

it more than enough for this type of applications.  

At the time that the algorithm was developed, it was thought to 

be implemented on a device that would cost only 10 USD or 

less, which makes it is by definition a minimalist application 

from the point of view of cost and the number of resources 

required, but at the time of this publication, the company 

Cypress® updated this family of devices from 24Mhz to 

80Mhz, which makes the throughput increase significantly in a 

faster device with the same cost and architecture. 
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